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We establish a unified framework for Majorana-based fault-tolerant quantum computation with Majorana surface codes and Majorana color codes. All logical Clifford gates are implemented with zero-time overhead. This is done by introducing a protocol for Pauli product measurements with tetrons and hexons which only requires local 4-Majorana parity measurements. An analogous protocol is used in the fault-tolerant setting, where tetrons and hexons are replaced by Majorana surface code patches, and parity measurements are replaced by lattice surgery, still only requiring local few-Majorana parity measurements. To this end, we discuss twist defects in Majorana fermion surface codes and adapt the technique of twist-based lattice surgery to fermionic codes. Moreover, we propose a family of codes that we refer to as Majorana color codes, which are obtained by concatenating Majorana surface codes with small Majorana fermion codes. Majorana surface and color codes can be used to decrease the space overhead and stabilizer weight compared to their bosonic counterparts.
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I. INTRODUCTION

In an effort to construct robust qubits for quantum computation, Majorana zero modes (Majoranas) in topological superconductors [1–6] are currently being explored as potential building blocks of topological qubits. Even though no such topological qubit has been built to date, a range of precursor experiments exist [7–10], providing various signatures of Majorana zero modes. While it remains uncertain whether Majorana-based qubits will offer higher coherence times compared to other solid-state qubits, Majorana-based qubits have one distinct feature that sets them apart from nontopological qubits. Due to the non-Abelian statistics of Majoranas, these qubits can be measured in all three Pauli bases $X$, $Y$, and $Z$, and not just in a single computational basis as is the case with conventional qubits. As a consequence, Majorana-based qubits implement robust single-qubit Clifford gates with zero-time overhead. These gates are products of Hadamard gates $H$ and phase gates $S$, and are equivalent to the operations implemented by braiding Majoranas.

The coherence times of Majorana-based qubits are predicted to be long, but still limited [11,12]. Thus, a quantum error-correcting code is necessary for large-scale quantum computation with arbitrarily long qubit survival times. Quantum error correction combines many physical qubits into more error-resilient logical qubits [13]. Errors are detected and corrected by measuring certain stabilizer operators. Two-dimensional (2D) topological codes are of particular interest since their local stabilizers are compatible with the constraints of solid-state architectures.

Topological codes come as bosonic or fermionic codes. Bosonic codes are defined on a 2D lattice where vertices correspond to qubits and faces define stabilizers, products of Pauli operators with support on all qubits of the face. Fermionic codes are defined on a lattice where vertices correspond to Majoranas and stabilizers are products of all Majorana operators of a face. A bosonic code maps onto a fermionic code by replacing each qubit with four Majoranas in a fixed-parity sector [14], but not all fermionic codes can be straightforwardly mapped back onto a bosonic code. This implies that Majorana-based qubits admit a wider range of topological codes than conventional qubits.

One practical problem is that fault-tolerant quantum computing requires logical operations on encoded qubits, which may be entirely different from operations on physical qubits. Indeed, various recent proposals for Majorana-based implementations of codes exist, based on, e.g., bosonic surface codes [15–18], bosonic color codes [19,20], fermionic surface codes [14,21,22], and small Majorana fermion codes [23,24], each featuring individual protocols for a universal set of logical gates. Moreover, except for twist-based encodings in surface codes [25–27] and transversal gates of bosonic color codes [19,20,28], logical single-qubit Clifford gates require a series of code operations in all aforementioned proposals, and the Majoranas’ advantage of zero-overhead single-qubit Clifford gates is lost.

According to the Gottesman-Knill theorem [29], not only single-qubit Clifford gates, but all Clifford gates including the two-qubit controlled-NOT (CNOT) gate can be tracked using a classical computer. Therefore, all Clifford gates can, in principle, be implemented with zero-time overhead. Operations on logical qubits need to be appropriately designed in order to take full advantage of the Gottesman-Knill theorem.

Overview and main results

In this work, we establish a unified framework for Majorana-based quantum computation with bosonic and fermionic surface and color codes, in all of which logical Clifford gates, including CNOT gates, are implemented with zero-time overhead. To this end, we first discuss the construction of Majorana surface code patches in Sec. II. These surface...
code patches are essentially fault-tolerant versions of tetrons and hexons which can correct a certain number of errors. While tetrons and hexons were introduced in Refs. [32,33] as quantum-wire-based [34,35] constructions, we use these terms for any physical system with four or six Majoranas in a fixed-parity sector. Next, in Sec. III, we describe a protocol to implement minimal-overhead Clifford gates with physical tetrons and hexons by measuring arbitrarily nonlocal Pauli product operators using only local operations. This is not fault tolerant in the sense that the protocol assumes perfect measurements and error-free qubits. However, it is entirely analogous to the fault-tolerant protocol discussed in Sec. IV, where we extend the protocol for minimal-overhead Clifford gates to logical tetrons and hexons, i.e., surface code patches. This is done by describing twist defects in Majorana surface codes and adapting twist-based lattice surgery [27] to fermionic codes. Finally, in Sec. V, we propose a construction procedure for Majorana color codes, i.e., the fermionic equivalent of bosonic color codes. Since bosonic color codes can be obtained by concatenating bosonic surface codes with small nontopological codes [36], we describe code concatenation for fermionic codes and construct Majorana color codes by concatenating Majorana surface codes with small Majorana fermion codes.

With fermionic and bosonic versions of surface and color codes, a plethora of topological codes are available, all of which can implement logical Clifford gates with zero-time overhead. To decide which code to use for Majorana-based quantum computation, we show a comparison of 2D topological codes in Table I. The main differences between these codes lie in their physical realizations and error correction capabilities. However, the general trend seen in bosonic surface and color codes indicates that codes featuring lower-weight stabilizers tend to have a higher space overhead (or Majorana overhead) and a lower encoding rate and more efficient space usage, and a lower stabilizer weight implies easier implementation due to lower hardware requirements.

Out of all known bosonic 2D topological codes, surface codes have the lowest stabilizer weight of four qubits. Topological subsystem codes [37] can further reduce the weight.

<table>
<thead>
<tr>
<th>Order</th>
<th>Code family (with minimal-overhead Clifford gates)</th>
<th>Majorana overhead for code distance $d$</th>
<th>Building blocks</th>
<th>Maximum Bulk Max. stabilizer wt.</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Surface codes (nonoverlapping 2D local topological codes)</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>4.6.12 Majorana surface code</td>
<td>$12d^2 + O(d)$</td>
<td>dodecons</td>
<td>6</td>
</tr>
<tr>
<td></td>
<td>Bosonic subsystem surface code $^a$</td>
<td>$12d^2 + O(d)$</td>
<td>qubits/tetrons</td>
<td>6</td>
</tr>
<tr>
<td>2</td>
<td>6.6.6 Majorana surface code $^b$</td>
<td>$6d^2 + O(d)$</td>
<td>hexons/octons</td>
<td>6</td>
</tr>
<tr>
<td></td>
<td>4.8.8 Majorana surface code $^c$</td>
<td>$4d^2 + O(d)$</td>
<td>tetrons/hexons</td>
<td>8</td>
</tr>
<tr>
<td></td>
<td>Bosonic surface code $^d$</td>
<td>$4d^2 + O(d)$</td>
<td>qubits/tetrons</td>
<td>8</td>
</tr>
<tr>
<td></td>
<td>Concatenated with $[[n_m, k, d_m]]$</td>
<td>$\frac{k_m}{k_d}d^2 + O(d)$</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>4.8.8 ([</td>
<td>6,2,2]</td>
<td>)$^e$ Majorana color code</td>
<td>$3d^2 + O(d)$</td>
</tr>
<tr>
<td></td>
<td>Bosonic 6.6.6 color code $^e$</td>
<td>$3d^2 + O(d)$</td>
<td>qubits/tetrons</td>
<td>12</td>
</tr>
<tr>
<td></td>
<td>Concatenated with $[[n_m, k, d_m]]$</td>
<td>$\frac{k_m}{k_d}d^2 + O(d)$</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>4.8.8 ([</td>
<td>20,4,4,1]</td>
<td>)$^f$ Majorana color code</td>
<td>$2.5d^2 + O(d)$</td>
</tr>
<tr>
<td></td>
<td>Bosonic 4.8.8 color code $^e$</td>
<td>$2d^2 + O(d)$</td>
<td>qubits/tetrons</td>
<td>16</td>
</tr>
<tr>
<td></td>
<td>Concatenated with $[[n_m, k, d_m]]$</td>
<td>$\frac{k_m}{k_d}d^2 + O(d)$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>4.8.8 ([</td>
<td>8,3,2,2]</td>
<td>)$^g$ Majorana color code</td>
<td>$\frac{3}{2}d^2 + O(d)$</td>
</tr>
<tr>
<td></td>
<td>Bosonic 4.8.8 color code $^g$</td>
<td>$\frac{3}{4}d^2 + O(d)$</td>
<td>qubits/tetrons</td>
<td>16</td>
</tr>
<tr>
<td></td>
<td>Concatenated with $[[n_m, k, d_m]]$</td>
<td>$\frac{k_m}{k_d}d^2 + O(d)$</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>4.8.8 ([</td>
<td>20,4,4,2]</td>
<td>)$^j$ Majorana color code</td>
<td>$\frac{5}{2}d^2 + O(d)$</td>
</tr>
<tr>
<td></td>
<td>Bosonic 4.8.8 color code $^j$</td>
<td>$\frac{5}{4}d^2 + O(d)$</td>
<td>qubits/tetrons</td>
<td>16</td>
</tr>
</tbody>
</table>

First mentioned in: $^a$Ref. [30]; $^b$Ref. [21]; $^c$Ref. [16]; $^d$Ref. [31]; $^e$Ref. [28]; $^f$Ref. [24].
of the operators that need to be measured, with a subsystem variant of the surface code [30] reducing the weight to three qubits. With Majorana-based hardware, this corresponds to 8-Majorana and 6-Majorana stabilizers. In order to implement minimal-overhead Clifford gates, twist-based lattice surgery requires the measurement of higher-weight five-qubit operators corresponding to twist defects, which corresponds to 10-Majorana operators. Majorana surface codes decrease the stabilizer weight below the weight of bosonic surface codes, such that only 4- and 6-Majorana operators need to be measured. This might be useful if higher-weight stabilizers turn out to be difficult to measure in a given implementation. Majorana color codes, on the other hand, can encode quantum information with a lower-space overhead compared to bosonic color codes with the same stabilizer weight.

In general, bosonic surface codes can be concatenated with any \([n,k,d]\) code, where \(n\) is the number of physical qubits, \(k\) is the number of encoded logical qubits, and \(d\) is the code distance, i.e., the minimum qubit weight of all logical operators. Similarly, Majorana surface codes can be concatenated with any \([n_m,k,d_m]\) Majorana fermion code, where \(n_m\) is the number of Majoranas, and \(d_m\) is the Majorana distance, i.e., the minimum Majorana weight of all logical operators. Concatenating surface codes with high-distance codes can be used to obtain topological codes with arbitrarily low space overhead. As one uses higher-distance codes for concatenation, one increasingly sacrifices stabilizer weight and locality in favor of lower Majorana overhead. From a pragmatic point of view, if a given Majorana-based quantum computer has a maximum stabilizer weight that it can measure, a comparison in the spirit of Table I can be used to determine a suitable encoding, even though we note that our collection of codes is not exhaustive. In particular, it does not include Majorana surface codes based on nonuniform tilings.

II. MAJORANA SURFACE CODES

A Majorana fermion code [14] encodes logical information in a set of Majorana zero modes placed on the vertices of 2D lattices, which are described by self-adjoint operators \(\gamma_i = \gamma_i^\dagger\), and fulfill the fermionic anticommutation relations \(\{\gamma_i, \gamma_j\} = 2\delta_{ij}\). The code is defined by its stabilizers, more precisely, by its mutually commuting stabilizer generators, which are products of all Majorana operators

\[
O_{\text{face}} = \prod_{j \in \text{face}} i^{1/2} \gamma_j
\]

associated with a face and have eigenvalues \(\pm 1\). A code with \(n\) Majoranas and \(m\) stabilizers encodes \(n/2 - m\) logical qubits in the degenerate ground-state manifold of the Hamiltonian

\[
H_{\text{code}} = -\sum_{i=1}^{m} O_i.
\]

Due to fermion parity superselection, the product of all \(n\) Majoranas is always a stabilizer, such that \(n\) Majoranas can at most encode \(n/2 - 1\) qubits.

A. Smallest Majorana fermion codes

The smallest fermion code is the 4-Majorana tetron code shown in Fig. 1(a), which involves a single stabilizer \(O_{\text{tetron}} = -\gamma_1 \gamma_2 \gamma_3 \gamma_4\). The qubit is encoded in the doubly degenerate ground-state space of the Hamiltonian

\[
H_{\text{tetron}} = \gamma_1 \gamma_2 \gamma_3 \gamma_4.
\]

While it is possible to define a qubit in the Schrödinger picture by defining two computational states \(|0\rangle\) and \(|1\rangle\), it is more convenient to use the Heisenberg picture. Since any single-qubit unitary operator can be written using the \(X\) and \(Z\) Pauli operators via the Euler decomposition, a qubit can be defined through these two operators. The \(X\) and \(Z\) operators need to square to the identity, \(X^2 = Z^2 = 1\), anticommute, \(XZ = -ZX\), and commute with all stabilizers of the code. For a tetron, one choice is \(Z = i\gamma_1 \gamma_2 = i\gamma_3 \gamma_4\) and \(X = i\gamma_2 \gamma_3 = i\gamma_1 \gamma_4\). The remaining Pauli operator follows as the product \(Y = iXZ\).

There are two ways to implement stabilizer terms such as \(O_{\text{tetron}}\). One way is to interpret stabilizers as physical parity-fixing constraints realized in the laboratory, e.g., via the charging energy of two topological superconducting nanowires.

FIG. 1. Tetrons and hexons as the two smallest Majorana fermion codes, and their correspondence to 4 or 6 Majoranas in a fixed-parity sector, e.g., via the quantum-wire construction in Ref. [33].
There exist also nonuniform three-colorable tilings, which include the \(4.6.12\) tiling, a square, a hexagon, and a dodecagon. Uniform color code tilings with vertices as Majoranas.

qubits are also valid Majorana surface code tilings with vertices as faces having different colors. Moreover, each stabilizer needs to contain an even number of Majoranas. Remarkably, these faces can be colored in three colors with neighboring faces having different colors. Thus, the identification of four boundary Majorana surface codes, such that all valid color code tilings with vertices as faces can be colored in three colors with neighboring faces having different colors. Moreover, each stabilizer needs to contain an even number of Majoranas. Remarkably, these requirements are identical to the restrictions of bosonic color codes, such that all valid color code tilings with vertices as qubits are also valid Majorana surface code tilings with vertices as Majoranas.

There exist three uniform three-colorable tilings that can be used to define a Majorana surface code: \(4.8.8\) \(16,17,21,22,\), \(6.6.6\) \(15,\) and \(4.6.12,\) as shown in Fig. 2(a). The numbers refer to the three polygons that meet at each vertex, e.g., for the \(4.6.12\) tiling, a square, a hexagon, and a dodecagon. Uniform means that the same types of polygons meet at each vertex. There exist also nonuniform three-colorable tilings, which have at least two different vertex types. Examples are shown in Fig. 2(b), such as the \([4.6.8, 6.8.8]\) tiling [14] which has two types of vertices, namely, \(4.6.8\) and \(6.8.8.\) In this work, we restrict ourselves to the three uniform tilings shown in Fig. 2(a), although our constructions can be straightforwardly extended to nonuniform tilings. We stress that the colors bear no physical meaning, but are merely a useful bookkeeping tool.

A logical tetron encodes one logical qubit in \(n\) Majoranas with \(n/2 - 1\) stabilizers. It is constructed by appropriately introducing boundaries to a three-colorable tiling, as shown in Fig. 3. At a boundary, Majoranas are no longer part of three differently colored stabilizers, but only two. We then assign the remaining color to the boundary, e.g., on a red boundary, Majoranas are part of blue and green stabilizers. Two differently colored boundaries meet at a corner, where a Majorana is part of only one stabilizer. A logical tetron is obtained by terminating the tiling by four boundaries, a pair of opposing red and blue boundaries each (or any other pair of colors). This procedure always yields a code with \(n\) Majoranas and \(n/2 - 1\) stabilizers.

One can also assign colors to the edges of faces, i.e., to the 2-Majorana operators that lie between two faces. The color of an edge is then the third remaining color. For instance, an edge that lies between a red and a blue face is referred to as a green edge. The logical \(X (Z)\) operators of a logical tetron are strings of red (blue) edges that connect the red (blue) boundaries, as shown in Fig. 3(b). In particular, the product of all Majoranas along a blue boundary is a string of red edges, i.e., an X operator. Similarly, the product of all Majoranas along a red boundary is a Z operator. Logical \(Z\) and \(X\) operators anticommute since they always share an odd number of Majoranas. The red and blue boundary operators, specifically, share one Majorana in the corner where the boundaries meet.

The four-corner surface codes depicted in Fig. 3 are indeed the higher-distance equivalents of 4-Majorana tetrons. In Ref. [38], it was pointed out that the corners of surface code qubits correspond to twist defects, which feature the same non-Abelian statistics as Majoranas [25]. This can be understood from the observation that since one type of surface code boundary can absorb \(e\) anyons, and the other type of boundary can absorb \(m\) anyons, corners can absorb \(e\) anyons. Therefore, according to Ref. [25], corners are twist defects. Alternatively, in Ref. [39], edges of surface codes are identified as flat bands of uncoupled Majoranas. The boundary stabilizers gap out the edge Majoranas, leaving unpaired Majoranas in the corners. Thus, the identification of four boundary Majorana surface codes with tetrons is indeed justified, as their corners can be interpreted as logical Majoranas, i.e., twist defects.
Similarly, six boundary Majorana surface codes can be identified as logical hexons, as shown in Fig. 4. Logical hexons encode two logical qubits on \( n \) Majoranas with \( n/2 - 2 \) stabilizers. This can be achieved by introducing three red and blue boundaries each in an alternating fashion. Logical hexons require approximately twice as many Majoranas as logical tetrons for a given code distance, but also encode twice as many qubits, one qubit at the two bottom and one qubit at the two top boundaries.

The error processes considered in this work correspond to quasiparticle poisoning and are described by the action of single Majorana operators \( \gamma_i \). We refer to these errors as Majorana errors. A Majorana error flips the measurement outcome of the stabilizers that the affected Majorana is part of, which allows for detection of errors and their subsequent correction. Corrections do not need to be applied explicitly, but merely tracked by a classical computer. We define the Majorana code distance \( d_m \) as the minimum number of Majorana errors necessary to introduce a logical error that will go undetected, i.e., \( d_m \) is the number of Majorana operators contained in the shortest logical operator. Codes with Majorana distance \( d_m \) tolerate \( d_m/2 - 1 \) Majorana errors, as the syndrome of error strings that cover more than half the Majorana distance will be misinterpreted and lead to a correction that introduces a logical Pauli error. Since only even-number products of Majoranas are physically measurable, \( d_m \) is always even. For this reason, \( d_m \) is not the same quantity as the code distance \( d \) of bosonic codes. For a fair comparison between fermionic and bosonic codes, we label fermionic codes by their bosonic code distance \( d = d_m/2 \). This is justified because Pauli operators of physical Majorana-based qubits, such as tetrons or hexons, correspond to products of two Majorana operators, and therefore single-qubit Pauli errors always correspond to two Majorana errors. Thus, the Majorana surface code tetrons shown in Fig. 3 have Majorana distances \( d_m = 2, 6, \) and 10, but code distances \( d = 1, 3, \) and 5.

To minimize the number of operators that need to be measured, we implement stabilizers of one color as parity-fixing constraints, while the other two colors are interpreted as measurement prescriptions. The parity-fixed color should be the one color that is not a boundary. For instance, the green 4-Majorana stabilizers of the 4.8.8 Majorana surface codes in Fig. 3(a) could be interpreted as physical tetrons, whereas the red and blue stabilizers are operators that need to be measured in order to actively detect and correct errors. This can be done with any three-colorable tiling, such that, say, red and blue stabilizers need to be measured, while green stabilizers are interpreted as Majoranas in a fixed-parity sector. We then refer to the green stabilizers as the building blocks of the code. Note thatMajorana errors that respect the parity-fixing constraints set by the green stabilizers always come in pairs.

If green stabilizers are not measured, but implemented as parity-fixing constraints, then single-Majorana errors violating these constraints are leakage errors, i.e., errors that take the qubit out of the computational subspace and may go undetected by the measurement of red and blue stabilizers. For quantum-wire-based architectures, the timescales of dephasing and depolarizing errors that are detectable by red and blue stabilizer measurements were calculated to range from hundreds of nanoseconds to several minutes for achievable experimental parameters [12]. On the other hand, leakage errors caused by single-Majorana errors are suppressed exponentially with \( \exp(-E_C/T) \), where \( E_C \) is the charging energy fixing the parity, and \( T \) is the temperature. Already for \( E_C \sim 100 \) \( \mu \)eV and \( T \sim 10 \) mK, \( E_C/T \approx 100 \), which suggests that leakage may be negligible [12]. In implementations where leakage errors
cannot be neglected, they can be treated by also measuring the
green stabilizers.

4.8.8 Majorana surface codes can be defined on a square
lattice of tetrons in the spirit of Ref. [16], such that the 8-
Majorana stabilizers need to be measured. One qubit with code
distance \( d \) requires \( 4d^2 \) Majoranas. Similarly, 6.6.6 Majorana
surface codes can be defined on a square lattice of hexons.
While they require more Majoranas per qubit \((6d^2 - 4d + 2)\),
the weight of the operators that needs to be measured reduces to
6 Majoranas. We note that even though the codes in Fig. 3(b)
display green tetrons at the top and right boundaries, these
codes can indeed be defined on a square lattice of hexons, as
we show in Appendix A1. Finally, 4.6.12 Majorana surface
codes can be defined on a square lattice of dodecons, i.e.,
12 Majoranas in a fixed-parity sector. In the context of color
codes, 4.6.12 codes are often ignored since they feature both
a high-space overhead and high-weight stabilizers. However,
by interpreting the 12-Majorana operators as building blocks
that satisfy parity-fixing constraints, only 4- and 6-Majorana
operators need to be measured. Thus, the stabilizer weight has
decreased to an average of 5 Majoranas, albeit at the price of
an increased space overhead of \( 12d^2 - 12d + 4 \) Majoranas per
qubit.

An important part of error correction is decoding. While the
error syndrome is known from the stabilizer measurements,
the most likely error configuration that causes this syndrome
needs to be determined by a classical program called a decoder.
Since Majorana surface codes are indeed surface codes, they
can be decoded by any bosonic surface code decoder,\(^1\) either by
interpreting blue and red stabilizers as two types of anyons that
need to be matched (analogous to \( e \) and \( m \) anyons in bosonic
surface codes), or by first mapping the Majorana code onto
a bosonic code and then decoding the bosonic surface code.
As we show in Appendix A2, Majorana surface codes can be
mapped onto bosonic codes, but the mapping is not unique. In
the case of 4.8.8 codes, replacing each tetron with a qubit yields
exactly the bosonic surface code on a square lattice. Replacing
each hexon of the 6.6.6 code with two qubits also yields a
bosonic code on a square lattice, but the lattice is rotated. With
a 4.6.12 code, replacing each of the 4-Majorana operators with
a qubit yields a bosonic surface code on a trihexagonal lattice.

### III. MINIMAL-OVERHEAD CLIFFORD GATES
WITH TETRONS AND HEXONS

In this section, we show how to perform universal quantum
computation with \textit{physical} tetrons and hexons. This is not fault
tolerant since the protocols assume perfect measurements and
error-free qubits. Closely analogous fault-tolerant protocols

\(^{1}\)We note that this is only true if building blocks are interpreted as
parity fixed, such that, say, green stabilizers cannot be violated. If
this is not the case, then the decoder needs to match all three colors,
similar to the decoding of bosonic color codes.
measurement of the magic state with outcome and four state qubit, it needs to be disentangled via a circuit identity shown in Appendix A3. CNOT operations, this can also be done using Pauli product with tetrons and hexons using only local two-qubit operations. 

H gates map Pauli operators onto other Pauli operators and are products of Hadamard gates. Any quantum circuit can be expressed in terms of Clifford gates, a CNOT gate to a qubit and single-qubit measurements in the computational basis [40]. If magic states \( |m\rangle = \frac{1}{\sqrt{2}}(|0\rangle + e^{i\pi/4}|1\rangle) \), a measurement of the magic state with outcome \( m \in \{0, 1\} \), and a corrective operation \( S^m \) on the qubit. (b) Example of a circuit of Clifford gates and four \( Z \) measurements that is compressed into four Pauli product measurements.

Our scheme uses hexons to encode qubits used for quantum computation (referred to as data qubits), and tetrons to encode ancilla qubits that enable long-range communication. The hexons form blocks of data qubits in a 2D array, with tetrons as ancillas between blocks. A possible arrangement of 24 data qubits is shown in Fig. 6. We describe the protocol using the example in Fig. 7.

The goal is to measure the nonlocal \( n \)-qubit Pauli product \( Z_1 \otimes X_3 \otimes Z_6 \otimes Y_9 \) without measuring any of the \( n \) Pauli operators \( Z_1, X_3, Z_6, \) or \( Y_9 \). The first step is to initialize an \( n+m \)-ancilla Greenberger-Horne-Zeilinger (GHZ) state \( |0\rangle^{\otimes n+m} + |1\rangle^{\otimes n+m} \), where \( m \) ancillas are used to bridge long distances. In our example, we use \( n + m = 4 + 2 \) ancilla qubits. Each ancilla is measured in the \( X \) basis by measuring the corresponding 2-Majorana operator (labeled \( X_{a1}, \ldots, X_{ab} \) ) and thereby prepared in the \( X \) eigenstate \( |+\rangle = (|0\rangle + |1\rangle)/\sqrt{2} \). For measurement outcomes \(-1\), a corrective \( Z \) operation is necessary, which can also be tracked. Measuring \( Z \otimes Z \) of neighboring pairs of \(|+\rangle \) ancillas (corresponding to the red 4-Majorana operators shown in step 2 of Fig. 7) prepares the ancillas in the desired GHZ state, assuming that all \( Z \otimes Z \) measurements yield \(+1\). Again, measurement outcomes \(-1\) require corrective Pauli \( X \) operations.

The GHZ state is an entangled state with known global properties, but unknown local properties. It is a \(+1\) eigenstate of \( \hat{X} \) but the measurement outcome of each individual \( X \) operator is entirely random. Thus, we can use the GHZ state to measure the desired Pauli product \( \hat{X} \otimes Z_1 \otimes X_3 \otimes Z_6 \otimes Y_9 \) without measuring any of the individual operators. By measuring the six operators shown in step 3 of Fig. 7, the desired operator is obtained as the product of the six measurements.
FIG. 7. Protocol for the measurement of the Pauli product operator $Z_1 \otimes X_3 \otimes Z_8 \otimes Y_9$.

In the general case of the measurement of a Pauli product $P_1 \otimes \cdots \otimes P_n$, the $n$ ancilla qubits adjacent to the corresponding data qubits are used to measure $P_n \otimes X_{a,n}$, while the remaining $m$ ancilla qubits are read out in the $X$ basis. The product of all $n+m$ measurements is $\tilde{X} \otimes P_1 \otimes \cdots \otimes P_n$. Because $\tilde{X} = 1$, but each individual $X_{a,n}$ is random, this measures the Pauli product without measuring any of the individual Pauli operators.

The $n$ ancilla qubits adjacent to data qubits still need to be disentangled from the data qubits in step 4 of the protocol, before they can be discarded. This is done by measuring the ancilla qubits in the $Z$ basis with outcome $m \in \{0,1\}$, leading to a $P^m$ Pauli correction on the adjacent data qubit, where $P$ is the Pauli operator that was part of the two-qubit measurement in step 3, e.g., $Z_1$ for qubit 1 in Fig. 7.

When combined with the preparation of (faulty) magic states, this is sufficient to implement universal quantum computation. Specifically, this protocol can be straightforwardly used with the quantum-wire constructions of Ref. [33]. In Appendix B1, we explicitly show the tunnel-coupling configurations to implement Fig. 7 in a network of topological superconducting nanowires.

To summarize, the following operations are necessary to implement a Majorana-based universal quantum computer with minimal-overhead Clifford gates:

1. Measurements of tetrons in the bases $X$ and $Z$.
2. Measurements of $Z \otimes Z$ between adjacent tetrons.
3. Measurements of $X \otimes X$, $Y \otimes X$, and $Z \otimes X$ between adjacent hexons and tetrons.
4. Application of (potentially faulty) $T$ gates on tetron qubits.

In the following section, we show how to implement these four operations fault tolerantly with logical tetrons and hexons.

IV. TWISTS IN MAJORANA SURFACE CODES

Remarkably, a completely analogous scheme can be implemented with logical tetrons and hexons, allowing for fault-tolerant quantum computing with tracked Clifford gates. Specifically, we implement the four operations (Op1)–(Op4) with the logical tetrons and hexons from Figs. 3 and 4. The first operation is the measurement of logical tetrons in the $X$ and $Z$ bases. With bosonic surface codes, logical qubits are read out in the $X$ or $Z$ basis by measuring all physical qubits in the $X$ or $Z$ basis, and performing classical error correction. Similarly, Majorana surface code tetrons are read out in the $X$ or $Z$ basis by measuring all 2-Majorana operators corresponding to red or blue edges, and performing classical error correction. The measurement outcome corresponds to the product of all Majoranas along the corresponding boundary of the tetron.

In analogy to bosonic surface codes, Majorana surface code tetrons can be initialized in the $|+\rangle$ state by measuring all red edges, and then measuring the stabilizers and correcting the errors.

The second and third operations require measurements of two-qubit Pauli products. For logical tetrons with code distance $d$, this corresponds to products of $4d$ Majoranas, which are highly nonlocal operators. In order to measure these operators using only measurements of low-weight local operators, we adapt the technique of lattice surgery [42], and in particular twist-based lattice surgery [27], to fermionic codes. While we only explicitly show lattice surgery protocols for the three uniform Majorana surface codes, similar constructions can also be used for nonuniform tilings.
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this protocol fault tolerant in the sense that it can correct qubit
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FIG. 9. Lattice surgery protocols for the measurements of the operators $X \otimes X$ (a), $Z \otimes X$ (b), and $Y \otimes X$ (c) between a 4.8.8 Majorana surface code hexon and tetron. The insets show the equivalent operation with $d = 1$.  

The stabilizer configuration again features a dislocation line that is terminated by a twist defect, but the weight of the twist defect has decreased to just 8 Majoranas. Due to the three-colorability of Majorana surface code lattices, their twist defects closely resemble the so-called color twists of bosonic color codes [43].

Thus, 4.8.8 Majorana surface codes feature the same Majorana overhead as bosonic surface codes of $\sim 4d^2$ Majoranas per qubit, but a lower stabilizer weight for twist-based lattice surgery. As we show in the remainder of the section, 6.6.6 and 4.6.12 Majorana surface codes can be used to reduce the stabilizer weight even further, albeit at the cost of a higher Majorana overhead.

Note that, in contrast to the Pauli product measurement protocol for physical tetrons, the fault-tolerant protocol features tetrons of different lengths. Specifically, the tetrons used for $Y \otimes X$ measurements are almost twice as long as tetrons used for $X \otimes X$ or $Z \otimes X$ measurements. The protocol of Fig. 7 can still be used in the fault-tolerant setting, but additional tetrons may be required to bridge distances between ancillas. For concreteness, we show an implementation of the protocol of Fig. 7 using 4.8.8 Majorana surface codes with $d = 3$ in Appendix A4.

\section*{B. 6.6.6 and 4.6.12 Majorana surface codes}

6.6.6 codes only require the measurement of 6-Majorana operators in the bulk of the code, as opposed to 8-Majorana operators for 4.8.8 codes. In Fig. 11(a), we show the protocol to measure $Y \otimes X$ between a 6.6.6 hexon and tetron. This case is the most instructive, as it features standard lattice surgery, a dislocation line, and a twist defect. The measurement protocols for the other operators are shown in Appendix A5. Even though 6.6.6 codes reduce the stabilizer weight to 6 Majoranas for most stabilizers, twist-based lattice surgery requires the measurement of some 8-Majorana operators that are part of dislocation lines. However, we can use the same trick as for 4.8.8 Majorana surface codes to reduce the weight of the lattice surgery operators. As we show in Appendix A6, the weight of the dislocation line operators can be reduced to 6 Majoranas by replacing some of the boundary hexons with octons (8 Majoranas in a fixed-parity sector), such that at most 6-Majorana parity measurements are required for quantum computing with 6.6.6 Majorana surface codes.

Figure 11(b) shows the same scenario for 4.6.12 codes. Here, both the dislocation line and the twist defect consist of operators that have a weight of six Majoranas. While the green building blocks along the dislocation line are drawn as decons (10-Majorana building blocks) in Fig. 11(b), as opposed to dodecons, this protocol can in fact be realized in a square lattice of dodecons. This is shown in Appendix A5, where we also present the remaining lattice surgery protocols with 4.6.12 codes.

Thus, 4.6.12 Majorana surface codes require at most 6-Majorana parity measurements for quantum computation.
FIG. 10. Lattice surgery protocol for the measurement of $Y \otimes X$ between a 4.8.8 Majorana surface code hexon and tetron. The hexon is modified to feature hexons instead of tetrons at the bottom and top red boundaries. As a consequence, the weight of the twist defect (orange) reduces to 8 Majoranas.

Compared to bosonic surface codes, this comes at the price of a threefold increased space overhead of $\sim 12d^2$ Majoranas per qubit. This is reminiscent of bosonic subsystem surface codes [30], which only require three-qubit operator measurements (corresponding to 6 Majoranas), and also feature an increased space overhead of $\sim 4d^2$ physical qubits (corresponding to $\sim 12d^2$ Majoranas) per logical qubit. However, since these are bosonic codes, twist-based lattice surgery features a five-qubit twist defect, corresponding to 10-Majorana operators. Since there exists no work on lattice surgery with these codes, we show the twist-based lattice surgery protocol with subsystem surface codes in Appendix A7, even though it is exactly the same as with standard bosonic surface codes.

While all of our Majorana surface code constructions can be applied to any Majorana platform, they can in particular be implemented using the quantum-wire constructions of Ref. [33]. We show nanowire implementation of the three uniform Majorana surface codes in Appendix B2.

C. State injection

So far, we have shown how to implement the operations (Op1), (Op2), and (Op3) with 4.8.8, 6.6.6, and 4.6.12 Majorana surface codes, which allow tracking of Clifford gates, thus implementing them with zero-time overhead. The remaining operation required for universality is the generation of (faulty) magic states that are encoded in tetrons. Unfortunately, even under the assumption of error-free $d = 1$ tetrons, there is no robust way to initialize a magic state. One possibility to prepare a faulty magic state is to initialize a $|+\rangle = \frac{1}{\sqrt{2}}(|0\rangle + |1\rangle)$ state by measuring $i\gamma_2\gamma_3$, and to split the degeneracy between the two states $|0\rangle$ and $|1\rangle$ by $\Delta E$ for a time $\tau = \frac{\pi}{4} \cdot \hbar / \Delta E$. The dynamical phase difference between the states $|0\rangle$ and $|1\rangle$ will yield a magic state $|m\rangle = \frac{1}{\sqrt{2}}(|0\rangle + e^{i\pi/4}|1\rangle)$. The degeneracy splitting can be implemented by coupling the two Majoranas $\gamma_1$ and $\gamma_2$, as is done for the measurement of $Z = i\gamma_1\gamma_2$. This protocol is obviously not robust against perturbations, as it requires precise control of the coupling parameters to generate an exact phase difference of $\pi/4$. While there exist more sophisticated protocols for $\pi/8$ rotations in Majorana-based architectures [44–46], magic-state distillation is still required to obtain a low-error magic state.

Majorana magic gates or the coupling of two Majoranas can be used to obtain a noisy magic state encoded in a $(d = 1)$ tetron. Fault-tolerant quantum computing requires us to convert this magic state into a magic state encoded in a logical tetron with a higher code distance. This is done via a protocol called state injection. There exist several protocols to inject an arbitrary state into a surface code [42,47,48]. In particular, Ref. [47] describes a two-step protocol that minimizes the time that the magic state spends with code distance $d = 1$. Here, we adapt this protocol to fermionic codes.

Consider the stabilizer configuration shown in the top panel of Fig. 12(a). The number of stabilizers is the same as in a 4.8.8 Majorana surface code with $d = 5$, i.e., exactly one qubit is encoded. Even though the four segments in the corners look like small surface codes, they do not encode any qubits since...
FIG. 11. Lattice surgery protocol for the measurement of $Y \otimes X$ between 6.6.6 (a) and 4.6.12 (b) Majorana surface code hexons and tetrons. The maximum weight of the operators during lattice surgery is 8 Majoranas for 6.6.6 codes and 6 Majoranas for 4.6.12 codes.

they only have two different boundaries each and therefore only two corners. The encoded qubit is in fact the physical tetron in the center. Notice that the product of the Majoranas highlighted in red would correspond to a logical $X$ operator in an actual $d = 5$ code since it is a string connecting the two red boundaries that commutes with all stabilizers. In the stabilizer configuration in the top panel, this string also commutes with all stabilizers. Since the product of the Majoranas that are not located at the center tetron is fixed to be $+1$ by the stabilizers, the product of red Majoranas is equal to the $X$ information encoded in the center tetron. Similarly, the product of blue Majoranas is equivalent to the $Z$ information encoded in the center tetron, and would correspond to a blue-to-blue string of Majoranas in a $d = 5$ code. By switching the stabilizer configuration from the top configuration to the bottom configuration, the state encoded in the physical tetron is converted into a logical tetron. As the highlighted logical operators commute with the stabilizers in both cases, they remain unchanged in the process. However, the measurement outcomes of the new stabilizers straddling the corner segments are random. The errors need to be corrected in such a way that the correction operation commutes with the highlighted logical operators. Note that since we start out with a $d = 1$ qubit, state injection is not fault tolerant, which further emphasizes the need for magic-state distillation.

The injection procedures for 6.6.6 and 4.6.12 Majorana surface codes are very similar. In the 6.6.6 case in Fig. 12(b), the logical information is initially encoded in 4 of the 6 Majoranas of the center hexon. Again, the highlighted Majorana strings commute with both stabilizer configurations and correspond
to the logical operators. For the 4.6.12 code in Fig. 12(c), the logical information is initially encoded in 4 of the 12 Majoranas of the center dodecon.

Thus, we have implemented all four operations necessary for universal quantum computation with tetrons and hexons with minimal-overhead Clifford gates. The Pauli product measurement protocol of Fig. 7 can be implemented with logical tetrons and hexons exactly the same way as was described in Sec. III by replacing the measurements of 4 Majoranas by (twist-based) lattice surgery.

V. MAJORANA COLOR CODES

In the previous section, we have shown that Majorana surface codes can be used to decrease the weight of the operators that need to be measured for fault-tolerant quantum computing. However, they come with a higher space overhead compared to bosonic surface codes. What about the opposite direction? How does one design topological codes with higher stabilizer weights but, in turn, lower space overhead?

The answer lies in color codes. Bosonic color codes [28,49] are known to feature higher stabilizer weights compared to bosonic surface codes, but they can encode qubits more compactly, using fewer physical qubits per logical qubit of a given code distance. Color codes are closely related to surface codes, as they can be obtained by concatenating surface codes with small nontopological codes [36]. In an alternative construction, color codes are obtained by folding surface codes in half [50]. Here, we adapt the concatenation scheme to Majorana surface codes, in order to obtain Majorana color codes.

For bosonic codes, concatenation means that each physical qubit of a code is replaced by another logical qubit. For instance, a 4.8.8 bosonic color code can be obtained by concatenating a bosonic surface code with a [[4,2,2]] code [36]. This means that two bosonic surface codes are stacked on top of each other, and pairs of stacked qubits are replaced by [[4,2,2]] codes, as shown in Figs. 13(a) and 13(b). Similarly, we propose that Majorana color codes can be obtained by concatenating Majorana surface codes with [[n_m,k,d_m]] codes, where [[n_m,k,d_m]] labels Majorana fermion codes that use n Majoranas to encode k qubits with Majorana distance d_m.

We suggest to concatenate fermionic codes by stacking Majorana surface codes on top of each other and replacing stacked building blocks of the code by [[n_m,k,d_m]] codes. The simplest example of a Majorana color code is a 4.8.8 Majorana surface code concatenated with a [[6,2,2]] code, which is shown in Fig. 14. The [[6,2,2]] code uses 6 Majoranas to encode two qubits with Majorana distance d_m = 2, which means that it is a hexon. In the concatenation procedure shown in Fig. 14 for a small segment of a 4.8.8 surface code, two Majorana surface codes are placed on top of each other. Next, each stack of two tetrons is replaced by a single hexon. Hexons encode twice as many qubits as tetrons, but use only 1.5 times as many Majoranas as many Majoranas to do so. Thus, a logical tetron built from the Majorana color codes shown in Fig. 14 encodes two qubits as two layers of surface codes on top of each other, but uses only 3d^2 Majoranas per qubit with distance d, while the stabilizer weight remains the same. Note that even though we draw Majorana color codes as three-dimensional stacks, they can also be implemented in 2D architectures. In particular, the 4.8.8 [[6,2,2]] Majorana color code can be implemented in a square lattice of hexons, but, in contrast to Majorana surface codes, the stabilizers now overlap, as we show in Appendix C 1.

More generally, we define Majorana color codes as any number of Majorana surface code layers obtained by

2Note that in Ref. [14], the term Majorana color code was used to refer to Majorana surface codes.
(a) Bosonic surface code  (b) Bosonic 4.8.8 color code  (c) 4.8.8 ([[16, 2, 4]]m) Majorana color code  (d) 4.8.8 Majorana surface code
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a tetron. In Fig. 13(c), these tetron building blocks are the yellow strings of 4 Majoranas. Another way of obtaining this Majorana fermion code is by stacking two 4.8.8 Majorana surface codes and replacing pairs of tetrons with \([[[16,2,4]]]m\) codes, which is the Majorana representation of the bosonic \([[4,2,2]]\) code. The bosonic 4.8.8 color code uses four times as many physical qubits (or Majoranas) to encode twice as many logical qubits with twice the code distance. Thus, the Majorana overhead of bosonic 4.8.8 color codes is \(2d^2\) per qubit, which is half the overhead of bosonic surface codes. However, the stabilizer weight doubles from 8 Majoranas to 16 Majoranas.

The \([[[16,2,4]]]m\) code used to obtain the bosonic 4.8.8 color code by concatenation is a bosonic code in the sense that its building blocks are tetrons. With Majoranas, there is also the possibility to use Majorana fermion codes for concatenation. These codes can encode information more compactly. In Ref. [24], a collection of small Majorana fermion codes is presented. The smallest \(d_m = 4\) Majorana fermion code is the \([[[16,3,4]]]m\) code shown in Fig. 13(e), which uses 16 Majoranas to encode three instead of just two logical qubits with a Majorana distance of \(d_m = 4\). It is based on two octons with three additional 8-Majorana operators as stabilizers. All of its logical operators are weight-4-Majorana operators. The order-3 Majorana color code obtained by concatenating the 4.8.8 surface code with the \([[[16,3,4]]]m\) code is shown in Fig. 13(f). It essentially corresponds to three layers of Majorana surface codes and has a reduced Majorana overhead of \(\frac{3}{2}d^2\) with octons as building blocks, while still featuring a maximum stabilizer weight of 16 Majoranas.

In general, concatenating a bosonic surface code with an \([[[n,k,d_b]]]\) bosonic code increases the number of physical qubits by a factor of \(n\), the number of logical qubits by a factor of \(k\), and the code distance by a factor of \(d_b\). Thus, the number of physical qubits per logical qubit goes from \(d^2\) to \(\frac{nk^2}{d_b^2}d^2\). The maximum stabilizer weight of the code may increase from 4 to \(4w_{\text{max}}\), where \(w_{\text{max}}\) is the maximum weight of the logical operators of the \([[[n,k,d_b]]]\) code. Similarly, a 4.8.8 Majorana surface code concatenated with an \([[[n_m,k,d_m]]]n\) code decreases the Majorana overhead from \(4d^2\) to \(\frac{4k^2}{d_m^2}4d^2\) Majoranas for a logical qubit with code distance \(d\).

The second smallest \(d_m = 4\) Majorana fermion code is the \([[[20,4,4]]]m\) code. Its stabilizers and logical operators are shown in Appendix C3. The code is based on two decons (10 Majoranas in a fixed-parity sector) and four 10-Majorana stabilizers, and encodes four qubits whose logical operators all have a weight of 4 Majoranas. Thus, the order-4 Majorana color code obtained by concatenating a 4.8.8 surface code with a \([[[20,4,4]]]m\) has a Majorana overhead of 1.25\(d^2\) while still only featuring a maximum stabilizer weight of 16 Majoranas. Since some of the logical operators of the third-smallest \(d_m = 4\) code, the \([[[24,6,4]]]m\) code, have a weight of 6 Majoranas, the stabilizer weight of a Majorana code obtained by concatenating this code with a 4.8.8 Majorana surface code would exceed 16 Majoranas. In general, Majorana surface codes can be concatenated with arbitrary Majorana fermion codes to obtain codes with a smaller Majorana overhead, while increasingly sacrificing stabilizer weight and locality of the code.

Majorana color codes can be used for quantum computation the same way as Majorana surface codes, i.e., by encoding tetrums and hexons, and performing lattice surgery. In fact, the stabilizer weight and space overhead of the lattice surgery protocol can be reduced by using surface-to-color code lattice surgery [20], such that the ancilla tetron is not a color code, but a surface code. For the previously discussed codes with 16-Majorana stabilizers, surface-to-color code lattice surgery has a maximum stabilizer weight of 12 Majoranas. We show an example of this in Appendix C4.

In summary, we have described Majorana color codes, which are multiple layers of Majorana surface codes obtained by concatenation. The advantage of Majorana color codes compared to bosonic color codes is that they can encode logical qubits more compactly with the same stabilizer weight. In particular, the Majorana color code obtained by concatenating the 4.8.8 Majorana surface code with the \([[[20,4,4]]]m\) code has a Majorana overhead of 1.25\(d^2\), compared to the Majorana overhead of 2\(d^2\) of the bosonic 4.8.8 color code.

VI. CONCLUSION

We have described a unified framework for fault-tolerant quantum computation with Majorana-based qubits. A full
FIG. 16. 6.6.6 and 4.6.12 surface code tetrons in a square lattice of hexons and dodecons, respectively.

quantum computer could look like the array of tetrons and hexons shown in Fig. 15. Hexons are used to encode qubits, while tetrons are ancillas that are used during the Pauli product measurement protocol. One part of the quantum computer consists of the data qubits that are used for quantum computation, which requires a certain number of magic states $n$ per code cycle as a resource for $T$ gates, where $n$ depends on the given quantum computation. In order for magic-state distillation not to be a bottleneck of the quantum computer, the resources devoted to magic-state distillation need to be large enough to supply $n$ magic states per code cycle. The main operation in addition to the preparation of faulty magic states is the measurement of Pauli product operators according to the protocol in Fig. 7. Taking full advantage of the Gottesman-Knill theorem, this enables the classical tracking of all Clifford gates, which means that these gates require zero-time overhead.

In principle, the scheme with $d = 1$ tetrons and hexons shown in Fig. 15 can be implemented in a nanowire array in the spirit of Ref. [33], as shown in Appendix B1. However, this only allows for quantum computation on timescales of the order of the coherence times of the physical tetrons and hexons. For fault-tolerant quantum computation, each tetron and hexon needs to be replaced by a logical tetron and hexon with an appropriate code distance, and 4-Majorana parity measurements need to be replaced by lattice surgery.

There are a wide variety of codes that one can choose for this purpose, a collection of which is shown in Table I. Surface codes only require the measurement of low-weight stabilizers, but feature a high-space overhead. Majorana surface codes feature lower-weight stabilizers compared to bosonic surface codes. In particular, 4.8.8 Majorana surface codes have the same bulk stabilizer weights as bosonic surface codes, but a lower stabilizer weight for lattice surgery of 8 Majoranas compared to 10 Majoranas. 6.6.6 and 4.6.12 Majorana surface codes reduce the bulk stabilizer weights to an average

\[
|\psi\rangle - T - |\psi\rangle = Z^{m_1} Z^{m_2} \frac{S^{m_1}}{Z} \frac{Z^{m_2}}{Z}
\]

FIG. 18. A $T$ gate on a qubit $|\psi\rangle$ is equivalent to a $Z \otimes Z$ measurement between $|\psi\rangle$ and a magic state $|m\rangle$ with outcome $m_1$, which results in a corrective $S^{m_1}$ operation on $|\psi\rangle$. In order to disentangle $|m\rangle$ from the qubit, it is measured in the $X$ basis, prompting a $Z^{m_2}$ Pauli correction on $|\psi\rangle$.

Finally, the ancilla is measured in the $Z$ basis. The final Pauli corrections depend on the measurement results.

FIG. 19. A multitarget CNOT gate between a control qubit $|c\rangle$ and multiple target qubits $|t_i\rangle$ is equivalent to a $Z \otimes Z$ measurement between $|c\rangle$ and an ancilla initialized in the $|+\rangle$ state, followed by a $X^{0n+1}$ measurement between the ancilla and the $n$ target qubits. Finally, the ancilla is measured in the $Z$ basis. The final Pauli corrections depend on the measurement results.
FIG. 20. Pauli product measurement protocol from Fig. 7 realized with \( d = 3 \) 4.8.8 Majorana surface codes. Only steps 1, 2, and 3 are shown.

of 6 and 5 Majoranas, respectively, but at the same time increase the Majorana overhead by a factor of 1.5 and 3, respectively.

Color codes can reduce the space overhead at the price of higher-weight stabilizers. Majorana color codes encode qubits more compactly compared to bosonic color codes. The 4.8.8 ([[6,2,2]]_m) Majorana color code has the same stabilizer weights as a bosonic surface code, but features a lower Majorana overhead. Similarly, the 4.8.8 ([[20,4,4]]_m) Majorana color code has the same stabilizer weights as the bosonic 4.8.8 color code, but a lower Majorana overhead by a factor of \( \frac{5}{8} \).

Our entire scheme can also be realized with nontopological (e.g., superconducting) qubits, but is then limited to the use of bosonic codes. From the perspective of Majorana fermion codes, nontopological qubits can only implement logical tetrans and hexons with physical tetrans as building blocks, whereas Majorana-based qubits can also implement codes with other building blocks such as physical hexons, octons, decons, or dodecons.

There are many questions that remain unanswered. Even though our protocols allow the classical tracking of CNOT gates, it remains uncertain whether tracking is always advantageous compared to actually executing these gates. After all, if a layer of Clifford gates is followed by a layer of T gates, all of these T gates can be executed simultaneously. However, if CNOTs are tracked, these T gates require spatially overlapping Pauli product measurements. While our measurement protocol shows how arbitrary Pauli products can be measured, it is unclear how multiple (commuting) Pauli products can be read out simultaneously. If it turns out that it is more advantageous to execute CNOT gates explicitly, our Pauli product measurement protocol can be straightforwardly used for multitarget CNOT gates using the protocol in Appendix A3.
Moreover, while bosonic surface code decoders can be used to decode Majorana surface codes, one could also devise decoding schemes that are tailored towards Majorana fermion codes. In particular, in a setting where parity-fixing constraints can be violated and stabilizers of all colors are measured, a decoder needs to be able to match three types of anyons, as opposed to just two. Furthermore, one could adapt the scheme of Majorana-based fermionic quantum computation [51] to the fault-tolerant setting by replacing arrays of Majoranas with arrays of twist defects in Majorana surface codes. Based on twists in Majorana surface codes, it would also be interesting to see whether it is possible to come up with a Majorana version of the twist-based triangle code presented in Ref. [52]. Also, we did not investigate the performance of Majorana fermion codes, i.e., the logical error rate under the assumption of a realistic error model. While it is known that the bit-flip error thresholds of bosonic surface and color codes without measurement errors are the same [53,54], the error thresholds of codes corresponding to an arbitrary number of surface code layers are unknown. We hope that the framework presented...
in this work will prove useful for Majorana-based quantum computation.
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APPENDIX A: MAJORANA SURFACE CODES

1. 6.6.6 and 4.6.12 Majorana surface codes in square lattices of hexons and dodecons

Some of the logical surface code tetrons and hexons in Figs. 3 and 4 feature smaller building blocks (green stabilizers) at the boundary compared to the building blocks in the bulk. In particular, some of the green stabilizers of 6.6.6 surface codes are tetrons at the boundary, whereas they are hexons in the bulk.
Similarly, 4.6.12 surface codes feature hexons, octons, and decons at the boundary, as opposed to dodecons. Still, all of these codes can be implemented on a square lattice of building blocks (green stabilizers), where each building block is the same. The equivalence in Fig. 16 shows that 6.6.6 Majorana surface codes can be implemented on a square lattice of hexons, and 4.6.12 codes can be implemented on a square lattice of dodecons. The two-qubit plaquettes at the boundary fix the parity of some of the Majoranas of the hexons and dodecons, such that they effectively become tetrons, hexons, octons, or decons.

2. Mapping Majorana surface codes onto bosonic surface codes

While every bosonic code can be uniquely mapped onto a Majorana fermion code by replacing each qubit with a tetron, the reverse mapping is not unique. For Majorana surface codes, one prescription to map them onto a bosonic code is to interpret each stabilizer of a certain color of the three-colorable tiling as a number of qubits. For instance, for the 4.8.8 tiling, one has the choice of either interpreting the 8-Majorana stabilizers of one color as three qubits encoded in an octon, or of interpreting all

FIG. 23. Stabilizer configuration for \( Y \otimes Z \) measurements between a 4.6.12 Majorana hexon and tetron.

FIG. 24. Stabilizer configuration for \( Y \otimes Z \) measurements between a 6.6.6 Majorana hexon and tetron. Some of the physical hexons located at the boundary have been replaced by octons. As a consequence, the maximum stabilizer weight reduces to 6 Majoranas.
4-Majorana stabilizers as tetrons. The latter mapping precisely yields the bosonic surface code on a square lattice, as shown in Fig. 17(a). Note that in this mapping, neighboring tetrions have different orientations.

For the 6.6.6 Majorana surface code in Fig. 17(b), we interpret each green stabilizer as a hexon, where one qubit is encoded in the bottom left three Majoranas, and the other qubit in the top right three Majoranas. Thus, we replace each green hexon with two qubits, and obtain a bosonic surface code on a rotated square lattice. For the 4.6.12 Majorana surface codes there are again several possibilities. In Fig. 17(c), we show a mapping where each 4-Majorana stabilizer is replaced by a tetron, which yields a bosonic surface code on a kagome lattice.

3. State injection and CNOT gates with Pauli product measurements

In a quantum computing architecture where all Clifford gates are tracked and only Pauli product measurements are explicitly performed, the state injection circuit from Fig. 5(a) is replaced by Fig. 18. In particular, the tracked CNOT gate maps the Z measurement of the magic state onto a $Z \otimes Z$ measurement of $|\psi\rangle \otimes |m\rangle$. However, this leaves the qubits $|\psi\rangle$ and $|m\rangle$ in an entangled state, which means that $|m\rangle$ cannot be discarded right away after the state injection. With $|\psi\rangle = \alpha|0\rangle + \beta|1\rangle$ and $|m\rangle = \frac{1}{\sqrt{2}}(|0\rangle + e^{i\pi/4}|1\rangle)$, the initial state before any measurement is

$$|\Psi\rangle = \frac{1}{\sqrt{2}}(\alpha|00\rangle + \alpha e^{i\pi/4}|01\rangle + \beta|10\rangle + \beta e^{i\pi/4}|11\rangle).$$  \hspace{1cm} (A1)

After the $Z \otimes Z$ measurement, there are two possible outcomes:

$$|\Psi_0\rangle = \alpha|00\rangle + \beta e^{i\pi/4}|11\rangle$$  \hspace{1cm} (A2)

for outcome $m_1 = 0$, and

$$|\Psi_1\rangle = \alpha e^{i\pi/4}|01\rangle + \beta|10\rangle \approx \alpha|01\rangle + \beta e^{-i\pi/4}|10\rangle$$  \hspace{1cm} (A3)

for outcome $m_1 = 1$, where $\approx$ is an equality up to a global phase. After an $S^{m_1}$ correction, $|\Psi_0\rangle$ remains unchanged, whereas $|\Psi_1\rangle$ is transformed to

$$S|\Psi_1\rangle = \alpha|01\rangle + \beta e^{i\pi/4}|10\rangle.$$  \hspace{1cm} (A4)

Both $|\Psi_0\rangle$ and $S|\Psi_1\rangle$ are entangled states. If one wants to discard the second qubit in order to continue to use it for magic-state distillation, it first needs to be disentangled from the rest of the system. This can be done by measuring the magic state in the X basis with outcome $m_2$, followed by a $Z^{m_2}$ Pauli correction on the qubit $|\psi\rangle$. For $|\Psi_0\rangle$, an X measurement leaves the state in

$$|\Psi_{0,0}\rangle = (\alpha|0\rangle + \beta e^{i\pi/4}|1\rangle) \otimes |+\rangle$$  \hspace{1cm} (A5)

for outcome $m_2 = 0$, and

$$|\Psi_{0,1}\rangle = (\alpha|0\rangle - \beta e^{i\pi/4}|1\rangle) \otimes |-\rangle$$  \hspace{1cm} (A6)

for outcome $m_2 = 1$. A $Z^{m_2}$ correction leaves $|\Psi_{0,0}\rangle$ unchanged and maps $|\Psi_{0,1}\rangle$ to

$$Z|\Psi_{0,1}\rangle = (\alpha|0\rangle + \beta e^{i\pi/4}|1\rangle) \otimes |-\rangle.$$  \hspace{1cm} (A7)

Similarly, $S|\Psi_1\rangle$ after an X measurement becomes $|\Psi_{0,0}\rangle$ for outcome $m_2 = 0$, and $-|\Psi_{0,1}\rangle \approx |\Psi_{0,1}\rangle$ for outcome $m_2 = 1$, which after a Z correction becomes $Z|\Psi_{0,1}\rangle$. For both $|\Psi_{0,0}\rangle$ and $Z|\Psi_{0,1}\rangle$, the two qubits are disentangled, and the first qubit is in the state $T|\psi\rangle = |0\rangle + e^{i\pi/4}|1\rangle$, which is the desired outcome for state injection. We stress that neither the $S^{m_1}$ nor the $Z^{m_2}$ correction need to be performed explicitly, but can be tracked by a classical computer.

We also note that in a quantum computer that only implements Pauli product measurements, CNOT gates can still
be performed explicitly. To this end, one can use the circuit identity for multitarget CNOT gates \[19,55\] shown in Fig. 19. Here, a CNOT gate between a control qubit \(|c\rangle\) and \(n\) target qubit \(|t_i\rangle\) is equivalent to three Pauli product measurements with Pauli corrections that depend on the measurement results.

4. Pauli product measurement protocol with 4.8.8 Majorana surface codes

In Fig. 20, we show how the example of a Pauli product measurement in Fig. 7 could be realized using 4.8.8 Majorana surface codes with \(d = 3\). While the lattice surgery steps are shown, the \(X\) and \(Z\) measurements of logical tetrons are done via the measurement of all 2-Majorana operators corresponding to red and blue edges, respectively.

5. Lattice surgery protocols for 6.6.6 and 4.6.12 Majorana surface codes

In Fig. 21, we show the stabilizer configurations for the lattice surgery operations to measure \(Z \otimes Z\) between two 6.6.6 Majorana surface code tetrons, and \(X \otimes X\) and \(Z \otimes X\) between hexons and tetrons. The same lattice surgery operations are shown for 4.6.12 Majorana surface codes in Fig. 22. Since Fig. 11(b) shows the \(Y \otimes Z\) lattice surgery for 4.6.12 codes with decons along the boundary, we show the same protocol in Fig. 23, but on a square lattice of dodecons.

6. Weight-6 lattice surgery protocol for 6.6.6 Majorana surface codes

Figure 24 shows the lattice surgery protocol for a \(Y \otimes X\) measurement between a 6.6.6 Majorana surface code hexon
and tetron. Some of the physical hexons along the boundaries of the logical hexon and tetron have been replaced by physical octons. As a consequence, the dislocation line between the $X$ boundary of the tetron and the $Z$ boundary of the hexon no longer features any 8-Majorana operators, but only 6-Majorana operators. This reduces the maximum Majorana weight of quantum computing with 6.6.6 Majorana surface codes to 6 Majoranas.

7. Twist-based lattice surgery with subsystem surface codes

In Fig. 25, we show the twist-based lattice surgery protocol [27] for a $d = 3$ subsystem surface code [30]. While all the
check operators in the bulk of the code are weight-3, the measurement of the twist defect requires a five-qubit measurement. By replacing each qubit of the subsystem surface code with a tetron, one can see that the subsystem surface code resembles a 4.6.12 Majorana surface code, as is shown in Fig. 25.

APPENDIX B: QUANTUM-WIRE-BASED IMPLEMENTATIONS

1. Pauli product measurement protocol in a nanowire array

The Pauli product measurement protocol in Fig. 7 can be straightforwardly used to implement minimal-overhead Clifford gates in the wire-based architectures proposed in Ref. [33]. Essentially, hexons can be implemented as three topological superconducting nanowires in a parity sector that is fixed by a nontopological superconductor bridging the three wires. Moreover, in Fig. 26, tetrons correspond to two topological superconducting nanowires in a fixed-parity sector with an additional topological nanowire serving as a coherent link that is used for certain parity measurements. Products of Majorana operators are measured by opening tunnel couplings between topological superconductors and segments of a semiconducting nanowire network, such that the tunnel couplings form closed paths. These semiconducting nanowire segments can be interpreted as quantum dots whose energy levels are shifted by the virtual process of an electron tunneling around the path, picking up all Majorana operators along the way. Therefore, suitable spectroscopy on the dots can be used to measure the product of these Majorana operators, as detailed in Ref. [33]. In Fig. 26, we show the tunnel-coupling configurations that implement the measurements that are part of the Pauli product measurement protocol. Note that some of the measurements require the use of coherent links, such that the Majorana weight of some measurements is increased. In particular, some of the 4-Majorana measurements in the second step become 6-Majorana measurements in this particular implementation.

FIG. 28. 4.8.8 ([[6,2,2]]_m) Majorana color code in a 2D array of hexons.

FIG. 29. Procedure to obtain a 4.8.8 ([[8,3,2]]_m) Majorana color code. In order to prevent stabilizer weights from increasing beyond 10 Majoranas, the tetrons of a 4.8.8 Majorana surface code are periodically labeled A, B, C, and D. Each tetron is replaced by a single octon, but the definition of the octon’s logical operators depends on the label of the corresponding tetron. In the figure, the octon’s Z (X) operators correspond to products of blue (red) Majoranas. The resulting stabilizers have a maximum weight of 10 Majoranas, as shown for the three overlapping blue Z type stabilizers.

FIG. 30. Stabilizers C_1, C_2, C_3, and logical operators of the [[20,4,4]]_m code presented in Ref. [24].
2. Majorana surface code implementations in a nanowire array

In Fig. 27, we show wire-based implementations of square lattices of tetrans (a), hexons (b), and decons (c), which can be used to implement 4.8.8, 6.6.6, and 4.6.12 Majorana surface codes, respectively. While we show the tunnel-coupling configurations to measure red and blue stabilizers, some irregular stabilizers, such as boundary stabilizers, dislocation lines, twist defect, or 2-Majorana operators for initialization and readout, may require the use of coherent links. Nanowire arrays that include coherent links are shown in Fig. 27(d). Note that operator measurements that require the use of coherent links have an increased Majorana weight compared to the optimal weight discussed in the main text. We also remark that, in principle, all stabilizers of one color can be measured simultaneously.

APPENDIX C: MAJORANA COLOR CODES

1. 4.8.8 ([6,2,2]_{m}) Majorana color code in a 2D array of hexons

Even though the Majorana color codes in Figs. 14 and 13 are drawn as three-dimensional codes, they can be implemented in 2D arrays of Majorana building blocks. In Fig. 28, this is shown for the example of a 4.8.8 ([6,2,2]_{m}) Majorana color code, which can be implemented in a 2D array of physical hexons. Note that, in contrast to Majorana surface codes, the red and blue check operators of Majorana color codes spatially overlap.

2. 4.8.8 ([8,3,2]_{m}) Majorana color code

A 4.8.8 ([8,3,2]_{m}) Majorana color code can be obtained by replacing each tetron of a 4.8.8 Majorana surface code with an [8,3,2]_{m} code, i.e., an octon. Even though this code has a Majorana distance of \( d_m = 2 \), one of its logical operators is a 4-Majorana operator. In order to prevent the maximum stabilizer weight after concatenation from increasing to 16 Majoranas, the procedure shown in Fig. 29 can be used. Here, each surface code tetron is assigned a label A, B, C, or D. While each tetron is still replaced by an octon, the definition of the octon’s logical operators depends on the label. For A, B, C, or D type octons, the 4-Majorana logical operator is chosen to be \( Z_3 \), \( X_3 \), \( X_2 \), or \( Z_2 \), respectively. This guarantees that the stabilizers have a maximum weight of 10 Majoranas after concatenation. The figure shows an example of a \( Z^{\otimes 4} \) stabilizer, which is replaced by three overlapping \( Z_1^{\otimes 4} \), \( Z_2^{\otimes 4} \), and \( Z_3^{\otimes 4} \) stabilizers after concatenation. The operators \( Z_2^{\otimes 4} \) and \( Z_3^{\otimes 4} \) have a weight of 10 Majoranas.

3. Stabilizers and logical operators of the \([20,4,4]_{m}\) code

Figure 30 shows the stabilizers and logical operators of the \([20,4,4]_{m}\) code presented in Ref. [24]. The building blocks of the code are two decons, which are 10 Majoranas in a fixed-parity sector. All logical operators have a weight of 4 Majoranas. This means that a code obtained by concatenating a Majorana surface code with the \([20,4,4]_{m}\) code is an order-4-Majorana color code with a maximum stabilizer weight of 16 Majoranas.

4. Surface-to-color code lattice surgery

Figure 31 shows an example of a surface-to-color code lattice surgery in the spirit of Ref. [20]. The example shows the measurement of the product \( Z_1 \otimes Z \) between the first qubit encoded in a bosonic 4.8.8 color code tetron and a 4.8.8 Majorana surface code tetron. \( Z_1 \) is the \( Z \) operator of the first qubit encoded in the bosonic 4.8.8 color code tetron.

\[
Z_1 \otimes Z = \begin{pmatrix} 1 & 0 \\ 0 & 1 \end{pmatrix}
\]

FIG. 31. Lattice surgery protocol for the measurement of the operator \( Z_1 \otimes Z \) between a bosonic 4.8.8 color code tetron and a 4.8.8 Majorana surface code tetron. 
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